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# Challenge

Voor deze opdracht heb ik gekozen om RLE-compressie te implementeren. Van de vooraf gegeven opties, leken degene die met compressie te maken hebben de meest interessante. Uiteindelijk heb ik RLE-compressie gekozen over LZW-compressie, omdat ik (na het bestuderen van de Wikipedia-pagina’s voor beide compressie-algoritmen) bij RLE-compressie al snel een idee kreeg bij hoe het algoritme comprimeert.

Ondanks het initiële begrip, denk ik dat deze opdracht mij alsnog een flinke uitdaging zal bezorgen. Het begrijpen van een een puzzel betekent immers niet dat je direct de oplossing hebt, of überhaupt de weg naar de oplossing ziet. Compressie boeit mij al langer omdat het een beetje voelt als magie: je slaat exact dezelfde data op maar het neemt minder ruimte in beslag en door creatief om te gaan met de resulterende data kan je de originele data weer terugkrijgen. Natuurlijk bestaat er ook lossy compressie, waarbij data verloren gaat omwille van ruimtebesparing. Dit voelt minder speciaal en uitdagend, omdat je feitelijk strategisch data verwijdert zonder de verwachting deze later terug te krijgen. Van de andere kant is deze vorm van compressie weer bijzonder door andere redenen, zoals het feit dat het dataverlies soms niet makkelijk te merken is.

Ik heb nog nooit eerder geprobeerd data te comprimeren (en zeker niet in een functionele taal) en daarom lijkt dit me tegelijkertijd een leuke maar ook zeker een uitdagende challenge.

# Onderzoek

Om te beginnen ben ik online op zoek gegaan naar een kant en klare uitwerking van RLE-compressie in Haskell. Deze had ik snel gevonden, wat betekent dat ik daarvan kan leren hoe RLE-compressie in Haskell precies werkt wanneer ik er zelf niet uitkom. Ik hoop hier geen gebruik van te hoeven maken, maar nood breekt wet en als ik begrijp wat de uitwerking doet en hoe deze tot stand is gekomen, kan ik altijd proberen deze zelf op een andere manier te schrijven.

Een zekerheid is wel dat ik op dit moment geen compressiealgoritme in Haskell ga kunnen schrijven, omdat ik simpelweg de syntax van Haskell niet goed weet. Daarom heb ik besloten om een eerste uitwerking te maken in Java. Die probeer ik dan zo functioneel mogelijk te maken, zodat ik deze direct kan vertalen naar Haskell.

Allereerst ben ik begonnen met het uitschrijven van de stappen die ik moet zetten om tot een werkend algoritme te komen. Dit heb ik gedaan in codecommentaar, zodat ik meteen kan zien wat de volgende stap in het proces moet zijn mocht ik vastlopen. Daarna ben ik begonnen met het schrijven van een implementatie in Java op een non-functionele wijze. Het resultaat daarvan is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/f1dd7cba50ce26fadf72d17c0f7e6a094210a221/Programma/java_tests/src/main/java/nl/han/APP/Challenge/Challenge.java) te zien. Deze implementatie werkte niet 100% goed, maar het was goed genoeg voor een begin.

Vervolgens heb ik geprobeerd deze implementatie te herschrijven naar eentje die functioneel is. Het resultaat daarvan is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/32d8a9fdf4a85e4003695e6a7a7ada894d84c1de/Programma/java_tests/src/main/java/nl/han/APP/Challenge/Challenge.java) te zien. Ook hier ben ik niet geheel tevreden mee, maar wederom is dit een goede tweede stap. Deze implementatie lijkt wel 100% goed te werken (gebaseerd op mijn gelimiteerde testcases), dus vanuit dat opzicht kan ik hier tevreden mee zijn.

De volgende stap is het vertalen van de Java-code naar Haskell. Dit blijkt een aanzienlijke uitdaging, gezien de syntax van Haskell enorm verschilt van die van iedere andere taal waar ik op dit moment bekend mee ben. Het feit dat ik er moeite mee heb, is in [deze](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/commit/ebfbc9712c44a1939b326b97c24838447c6b5f1f) commit te lezen.

Ik dacht op [dit](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/3fe34b988b77902476930033961ab0705316aba6/Programma/hello.hs) punt klaar te zijn met het implementeren van de compressie. Later bleek echter dat dit niet klopte. Hier kom ik op een later moment op terug. Eerst kwam het schrijven en implementeren van een decompressie-functie. Door de Haskell-kennis die ik heb opgedaan tijdens het schrijven van de compressie-functie, heb ik de decompressie-functie direct in Haskell geschreven. Dit bleek uiteindelijk de juiste keuze, omdat ik de Haskell-syntax inmiddels dusdanig onder de knie had dat het gevoelsmatig tijd bespaarde ten opzichte van het eerst uitprogrammeren van de functionaliteit in Java.

De [eerste versie](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/f52e5afac098ca233fbfa939ae02ca894fd53e7c/app/Main.hs) van de decompressie-functionaliteit werkte al vrij snel. Het probleem zat hem echter in het decomprimeren van Strings met meer dan 9 gelijke achtereenvolgende karakters. Omdat de waarden in de gecomprimeerde String direct achter elkaar werden gezet, bestond er geen simpele manier om de karakters en bijbehorende aantallen te scheiden van de andere paren. Althans, dat dacht ik. Uiteindelijk heb ik dit opgelost door gebruik te maken van een package genaamd “Split”. Hier staan functies in die op basis van een instelbare “delimiter” een String op kan splitsen. Door die “delimiter” in te stellen op alle letters van het alfabet, worden de gecomprimeerde Strings opgesplitst in paren van karakter en aantal. De verbeterde oplossing is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/386f6107650f70e8a384c67db37426fcdfd540d1/app/Main.hs) te zien.

Zoals ik eerder zei, werkte het comprimeren nog niet volledig naar behoren: enkel Strings waar niet meer dan 9 gelijke karakters achter elkaar stonden, werden compleet gecomprimeerd. Dit kwam doordat de functie die ik gebruikte om de waarde van de teller in de String te zetten, “intToDigit”, enkel het eerste getal van de teller converteerde naar een Char, die vervolgens in de String werd gezet. Wanneer de teller dus op 21 stond, werd enkel de 2 in de gecomprimeerde String gezet. Hoewel ik eerst bedacht had om ook hier gebruik te maken van een package genaamd “toString”.

Bij het lezen van de logica, kreeg ik het gevoel dat ik hier zelf ook prima een functie voor kon schrijven. Echter, toen ik daarmee begonnen was realiseerde ik mij dat de ingebouwde functie “show” het meegegeven argument teruggaf als String. Als ik dus het correcte karakter in een array zette (en er op die manier een String van maakte van 1 karakter lang) en daar de uitkomst van “show aantal” achter zette, had ik een volledige String die het correcte aantal bevatte. De resulterende code is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/43aa12b1de86722601decfd59f4b76e12cf1bf2b/app/Main.hs) te zien.

Als laatste heb ik, na overleg met de docent, ook twee functies geschreven voor het comprimeren en decomprimeren van meerdere regels aan Strings tegelijkertijd. Daarnaast heb ik de andere code in [dezelfde commit](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/5c17ccd46b3e6249ff4789545194c46c54d876e3/app/Main.hs) aangepast zodat deze er netter uitziet (if-then-else vervangen door guards, overbodige prints verwijderd).

# Implementatie

Bij de implementatie van deze challgenge, heb ik gebruik gemaakt van verschillende functionele concepten. In dit hoofdstuk staat een uitleg van deze concepten, waar ik gebruik heb gemaakt van een concept en waarom ik dat heb gedaan. De regelnummers refereren naar de regels in [dit bestand](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/main/app/Main.hs).

## Immutability

Een variabele die immutable is, kan na het toewijzen van een waarde niet aangepast worden. Variabelen in Haskell zijn altijd immutable.

Op regels 40, 43, 46 en 49 staan variabelen gedeclareerd. Deze variabelen doen dienst als testvariabelen die, voordat de code geëxecuteerd wordt, aangepast kunnen worden door een gebruiker om aan te tonen dat de compressie- en decompressie-functionaliteiten naar behoren functioneren. Dit maakt het gemakkelijk om de variabelen waarmee de functionaliteit wordt aangeroepen aan te passen om te controleren of de functionaliteit ook intact blijft met andere variabelen.

Doordat variabelen naderhand niet aan te passen zijn, is het niet mogelijk om een simpele for-loop te schrijven (zoals dat in andere talen wel het geval is). In plaats daarvan wordt daarom gebruik gemaakt van recursie.

## Recursie

Een recursieve functie is een functie die zichzelf aanroept. Recursie kan voor veel verschillende zaken gebruikt worden, maar ik heb het voornamelijk gebruikt ter vervanging van for-loops. Omdat variabelen in Haskell immutable zijn, is het überhaupt niet mogelijk om gebruik te maken van een reguliere for-loop.

We nemen de functie die op regel 56 geschreven staat als voorbeeld. In deze functie staan op regel 67 en 69 recursieve aanroepen. In dit geval heb ik gekozen voor een recursieve aanroep, omdat deze functie ieder karakter van een meegegeven String moet doorlopen om te controleren of deze hetzelfde is als het vorige karakter en, afhankelijk van de conclusie, andere logica uitvoert. Omdat ik in een non-immutable taal een for-loop zou gebruiken om ieder karakter individueel te controleren, heb ik besloten om het in deze implementatie met recursie op te lossen.

## Pure functies

Een pure functie is een functie die, gegeven dezelfde input, altijd dezelfde output zal geven. Deze functies hebben geen bijwerkingen. Omdat variabelen in Haskell immutable zijn, moet iedere functie per definitie een pure functie zijn.

Laten we kijken naar één van de simpelere functies die ik heb geschreven: characterGiver. Deze staat op regel 104. Wanneer deze functie wordt aangeroepen, worden altijd een karakter en een aantal meegegeven. Als het aantal groter is dan 1, wordt het karakter teruggegeven in een lijst, waarna de characterGiver-functie recursief wordt aangeroepen. Het aantal wordt bij deze recursieve aanroep verminderd met 1. Zodra het aantal gelijk is aan 1, wordt enkel nog het gevraagde karakter teruggegeven in een lijst. Voor Haskell is dit hetzelfde als het teruggeven van een String. Ongeacht de verdere uitgevoerde acties in dit programma, zal deze functie bij een overeenkomende input altijd dezelfde output geven.

## Lazy evaluation

Bij Lazy Evaluation wordt een uitdrukking pas geëvalueerd wanneer deze daadwerkelijk aangeroepen wordt of anderszins nodig is. Dit heeft als voordeel dat, bijvoorbeeld, een lijst met een oneindige getallenreeks niet direct wordt geïnstantieerd met het maximum aantal getallen dat in die lijst past. Ook wanneer een lijst met alle getallen van 1 tot en met 10,000 wordt geïnstantieerd, wordt de lijst enkel gevuld wanneer dit nodig is. Dit spaart geheugen en rekenkracht uit wanneer het maximum aantal getallen niet gebruikt wordt.

Op regel 88 wordt de functie “decode” aangeroepen. Deze functie krijgt als eerste argument het resultaat van de functie “split” mee. In dit geval splitst “split” een String (lijst van karakters) op ieder punt waar een letter staat. Dit gebeurt doordat de delimiter die “split” gebruikt aangegeven staat als een lijst van alle karakters. Doordat Haskell by default gebruik maakt van Lazy Evaluation, wordt deze lijst gevuld tot en met het vereiste karakter wanneer de lijst gebruikt of aangeroepen wordt.

# Reflectie

Ik had veel moeite met het beginnen met werken aan deze opdracht. Dit had twee hoofdredenen. De eerste reden is dat ik geen idee had hoe ik RLE-compressie moest uitwerken in code. De tweede reden is dat ik geen idee bij de syntax van Haskell of hoe ik het verder goed moest gebruiken. Een derde, minder grote reden was dat het lokaal werkend krijgen van Haskell ook een redelijke uitdaging was. Dat ik geparalyseerd raak door hoe overweldigend ingewikkeld een taak lijkt te zijn, overkomt mij vaker.

Normaliter lukt het mij niet om uit deze paralyse te ontsnappen, waardoor ik helemaal niets doe. Dit keer was echter anders. Omdat ik na de projecten van het afgelopen schooljaar nog redelijk in de mindset van het “opsplitsen van te grote taken die derhalve de maximaal aan een taak te besteden tijd overschrijden“ zit, zocht ik naar een manier om dat hier ook te doen. Die oplossing heb ik uiteindelijk gevonden in het splitsen van het schrijven van de logica en het schrijven van Haskell-code.

Hoewel het implementeren van een nog onbekende functionaliteit in een nog onbekende taal een gigantisch obstakel leek, vielen de individuele onderdelen reuze mee. Ik begon met het implementeren van RLE-compressie in Java, een taal waar ik inmiddels de nodige uren aan ervaring mee heb opgedaan.

De basis van dit algoritme bestond vrij snel. Dat is in [deze](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/32d8a9fdf4a85e4003695e6a7a7ada894d84c1de/Programma/java_tests/src/main/java/nl/han/APP/Challenge/Challenge.java) commit te zien. Vervolgens heb ik de Java-code vrij direct in Haskell overgenomen. Dit werkte uiteraard niet direct, omdat de syntax van Java en Haskell aanzienlijk verschilt. Een beginsel van deze vertaling is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/ebfbc9712c44a1939b326b97c24838447c6b5f1f/Programma/hello.hs) te zien. Stapsgewijs leerde ik steeds meer over de syntax en semantiek van Haskell, en hoe deze verschilde van de syntax en semantiek die ik voor deze opdracht kende. In [dit](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/126876d77026297846e4fe6b3ee7bc1bc4ec37d2/Programma/hello.hs) bestand staan op regel 33 en 41 twee implementaties van een functie genaamd “compression”. Hier is nog te zien hoe Java-ig de functionaliteit op dat moment was. De eerstvolgende commit bevatte een werkende implementatie van het algoritme. Die implementatie is [hier](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/3fe34b988b77902476930033961ab0705316aba6/Programma/hello.hs) te zien op regel 23. Tevens staan daar op regel 37 en 47 de eerdere, onjuist vertaalde implementaties.

Gedurende een proces wat in totaal over 3 dagen verspreid was, had ik mijn Java-implementatie vertaald naar Haskell. Als je deze versie van de functie vergelijkt met de [uiteindelijke versie](https://github.com/MikTheMilkMan/APP-Functioneel-Paradigma/blob/main/app/Main.hs) (regel 56), is direct duidelijk dat de eerste versie niet perfect (laat staan goed) was. Het was echter goed genoeg om op verder te itereren. Het doel was immers niet om direct een perfect compressie-algoritme te implementeren, maar om genoeg kennis op te doen over Haskel dat ik de huidige implementatie kon verbeteren en de implementatie van een decompressie-algoritme direct in Haskell kon schrijven, en dat doel had ik behaald.

Achteraf gezien ben ik trots dat ik niet stil ben blijven staan bij de gedachte dat het uitwerken van deze opdracht enorm intimiderend leek en dat ik in plaats daarvan de tijd heb genomen om een manier te verzinnen waarop ik deze opdracht in kleinere stukken aan kon vliegen.

Terugkijkend op deze opdracht, heeft het enorm geholpen dat ik een challenge heb gekozen waarvan ik snel begreep wat de bedoeling was. De obstakels van het niet kennen van de taal en het niet weten hoe ik de implementatie precies zou moeten schrijven, zou ik bij iedere opdracht tegen zijn gekomen. Als ik bijvoorbeeld voor LZW-compressie had gekozen in plaats van RLE-compressie, had ik eerst onderzoek moeten doen naar hoe dat algoritme überhaupt werkt. Doordat dat onderzoek mij bespaard is gebleven, was de drempel om te beginnen lager dan deze had kunnen zijn.

# Conclusie

Met het maken van dit beroepsproduct heb ik een aantal dingen geleerd. Zo weet ik nu hoe (één van de vormen van) bestandscompressie werkt, maar ook hoe je een intimiderende opdracht minder intimiderend kan maken door het benodigde werk zo ver mogelijk op te splitsen en de onderdelen op die manier behapbaar te maken.

Daarnaast heb ik ook geleerd dat recursie niet per definitie slecht is en dat programmeren in een taal als Haskell, waar immutability en pure functies centraal staan, een andere manier van denken vereist dan programmeren in Java, Python of Javascript.

# Bronvermelding

## Bronnen voor kennis over Haskell

<https://www.seas.upenn.edu/~cis1940/spring13/lectures.html>

<https://learnyouahaskell.com/recursion#hello-recursion>

<https://hackage.haskell.org/package/split-0.2.5/docs/Data-List-Split.html>

<https://hackage.haskell.org/package/integer-conversion>

<https://jutge.org/doc/haskell-cheat-sheet.pdf>

## Bronnen voor kennis van concepten

<https://en.wikipedia.org/wiki/Run-length_encoding>

<https://en.wikipedia.org/wiki/Immutable_object>

<https://en.wikipedia.org/wiki/Recursion_(computer_science)>

<https://en.wikipedia.org/wiki/Pure_function>

<https://en.wikipedia.org/wiki/Lazy_evaluation>

![](data:image/png;base64,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)